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Chapter  7

INTRODUCTION

A project fork takes place when software devel-
opers take a copy of the source code from one 
software package and use it to begin an inde-
pendent development work. In general, forking 
results in an independent version of the system 
that is maintained separately from its origin. In 
open source software development no permis-
sion from the original authors is needed to start a 
fork. Therefore, if some developers are unhappy 
with the fashion in which the project is being 

managed, they can start an independent project 
of their own. However, since other developers 
must then decide which version of the project to 
support, forking may dilute the community as the 
average number of developers per system under 
development decreases.

Despite some high-visibility forks, such as the 
forking of OpenOffice (http://www.openoffice.
org/) into LibreOffice (http://www.libreoffice.
org/) and the creation of various projects from the 
code base of MySQL (http://www.mysql.com/), 
the whole concept of forking has seen little study. 
Furthermore, developers’ motivations for forking 
are understood even less, although at times it seems 
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rational and straightforward to identify frustration 
with the fashion in which the main project is being 
managed as a core reason.

In this paper, we present the results of our 
investigation of SourceForge (http://sourceforge.
net/) for forked projects and the motivations the 
authors have identified for performing a fork. Fur-
thermore, we categorize the different motivations 
and identify some common misbeliefs regarding 
forking in general.

The rest of this paper is structured as follows: 
First, the paper discusses the necessary background 
for explaining some of the technical aspects as-
sociated with forking, and then we introduce the 
fashion in which the research was carried out. Next 
we offer insight into our most important findings, 
and discuss them in more detail. We then propose 
some directions for future research, and conclude 
the paper with some final remarks.

BACKGROUND

When pushed to the extreme, forks can be consid-
ered an expression of the freedom made available 
through free and open source software. A com-
monly associated downside is that forking creates 
the need for duplicated development efforts. In 
addition, it can confuse users about which forked 
package to use. In other words, developers have 
the option to collaborate and pool resources with 
free and open source software, but this is enforced 
not by free software licenses, but only by the com-
mitment of all parties to cooperate.

There are various ways to approach forking 
and its study. One is to categorize the different 
types to differentiate between, on the one hand, 
forks carried out due to amicable but irreconcil-
able disagreements and interpersonal conflicts 
about the direction of the project, and on the 
other, forks due to both technical disagreements 
and interpersonal conflicts (Fogel, 2006). Still, the 
most obvious form of forking occurs when, due to 
a disagreement among developers, a program splits 

into two versions with the original code serving 
as the basis for the new version of the program.

Raymond (2001) considers the actions of the 
developer community as well as the compatibility 
of new code to be a central issue in differentiating 
code forking from code fragmentation. Different 
distributions of a program are considered ‘pseudo-
forks’ because at first glance they appear to be 
forks, but in fact are not, since they can benefit 
enough from each others’ development efforts not 
to be a waste, either technically or sociologically. 
Moody (2011) reflects Raymond’s sentiments, 
pointing out that code fragmentation does not 
traditionally lead to a split in the community and 
is thus considered less of a concern than a fork of 
the same program would be. These sentiments both 
echo a distinction made by Fogel (2006): it is not 
the existence of a fork which hurts a project, but 
rather the loss of developers and users. Here it is 
worth noting, however, that forking can potentially 
also increase the developer community. In cases in 
which developers are not interested in working on 
the original (for instance due to frustration with 
the project direction, disagreements with a lead 
developer, or not wanting to work on a corporate 
sponsored project), not forking would lead to fewer 
developers as the developers in question would 
likely simply quit the project rather than continue 
work on the original.

Both Weber (2004) and Fogel (2006) discuss 
the concept of forks as being healthy for the 
ecosystem in a ‘survival of the fittest’ sense; the 
best code will survive. However, they also note 
that while a fork may benefit the ecosystem, it is 
likely to harm the individual project.

Another dimension to forking lies in the inten-
tion of the fork. Again, several alternatives may 
exist. For instance, the goal of forking can be to 
create different branches for stable and develop-
ment versions of the same system, in which case 
forking is commonly considered to serve the 
interests of the community. At the other extreme 
lies the hostile takeover, which means that a com-
mercial vendor attempts to privatize the source 
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