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ABSTRACT
It is widely accepted by software community that formal methods increase software quality and reliability, and even though their industrial use is still limited it has steadily been growing. A well-known formal method is the RAISE Method [4,5] based on the idea that software development is a stepwise. Originally designed to be applied at different levels of abstraction as well as stages of development, RAISE is successfully applied to different domains obtaining high precise specifications of components. However, there is no explicit reference to the specification reusability in the process. Feature models have received much attention in the software engineering community who see the Domain Analysis [7] as a prerequisite in a successful reuse, for example FODA [8], FORM [9] and Feature Reuse-driven Software Engineering Business (FeatuRSEB) [6]. This paper presents a brief overview of feature modeling and the integration into RAISE. Some key relations between features are formalized using RAISE specification language [3]. Such integration allows to take advantage of formal methods in the context of software reuse.

INTRODUCTION
Formal methods have come into use for the construction of real systems, as they help to increase software quality and reliability, and even though their industrial use is still limited it has steadily been growing. A well-known formal method is the RAISE Method, which has been used on several real developments. By using formal methods early in the software development process, ambiguities, incompleteness, inconsistencies, errors or misunderstandings can be detected, avoiding their discovery during costly testing and debugging phases.

In particular, there are two main activities in the RAISE method: writing an initial specification, and developing it towards something that can be implemented in a programming language. Writing the initial specification is the most critical task in software development. If it is wrong, i.e. if it fails to meet the requirements, the following work will be largely wasted. It is well known that mistakes made in the life-cycle are considerably more expensive to fix than those made later.

Our goal is to work with reuse in the confines of the domain engineering, where there is no reference in RAISE process. Therefore, the introduction of a Domain Analysis method into RAISE is a crucial task considering the possibility of reusing specifications in the future.

Examples of more relevant Domain Analysis methods include FODA, FORM and Feature Reuse-driven Software Engineering Business (FeatuRSEB). They support the notion of feature-oriented. This is a concept based on the emphasis this method places on finding the features or functionalities usually expected in applications for a given domain.

In a reuse strategy, domain analysis must be maintained over many systems, and the repository should contain domain models that form the basis of subsequent development activities. Domain analysis is essential to formalize reuse. However, it is missing from most software development methods. Reuse engineering extends information engineering by adding this new stage, to provide a place in the life cycle where the most valuable reusable components for the domains of the enterprise can be identified and a library containing these components can be created. At this stage of the software development, working with formal methods (or formal specification languages, specifically) implies to provide a means of unambiguously stating the requirements of a system, or of a system component. In this way, formally specified system components that meet the requirements of components of the new system can be easily identified. Thus, components that have been formally specified and sufficiently well documented can be identified, reused and combined to form components of the new system.

Nevertheless, the main problem is that we may not understand the requirements. Specially, when the requirements are written in a natural language the result is likely to be ambiguous. The aim of the initial specification is to capture the requirements in a precise way applying a reusability model.

Based on this paradigm, our work consists in the incorporation of the feature model into a RAISE formal method, filling the gap between requirements and the RSL (RAISE specification language) specifications. In this work we suggest introduce the phase -reusable domain analysis- using a feature model and expressing the relationships among them in RSL language. Thus, we can combine domain analysis notions with a formal language in early phases of development process. Particularly, we use the feature model proposed by FORM method, briefly described in section 2.

The remainder of the paper is organized as follows. In section 3, we briefly introduce the RAISE method. Section 4 presents the integration of Domain analysis into RAISE. In section 5 we give a formalization of the relationship in a feature model in RSL language. Section 6 concludes the paper and describes future work.

2. THE FORM METHOD
FORM product line engineering consists of two major processes: asset development and product development. Asset development consists of analyzing a product line (domain analysis, feature modeling) and developing architectures and reusable components based on analysis results. Product development includes analyzing requirements, selecting features, selecting and adopting architecture, and adapting components and generating code for the product.

The FORM (Feature-Oriented Reuse Method) method comes as a concretization of the FODA (Feature-Oriented Domain Analysis) processes and has been recently extended by Feature Oriented Product Line Software Engineering (FOPLE) [10,11]. It provides guidelines for the creation of the feature model, design and implementation phases. FORM performs an analysis of domain’s features and attempts to provide a mapping between features and architectural components. This method follows all principles of modern software, being flexible, extendible and maintainable.

The use of features is motivated by the fact that users and developers often speak of product characteristics in terms of “features the product has and/or delivers”. That is, services provided, and techniques used in applications are abstracted as features, and they are used by domain experts to communicate their ideas, needs, and problems.

To create coherent models, feature analysis involves tasks for identifying, classifying, and organizing product features as models. Feature models are a well accepted means for expressing requirements in a domain on an abstract level, and it resides between the requirements model and the system design model.

As potential features are identified, they are classified according to the types of information they represent. For example, users are concerned with functions provided by the systems (i.e. service features); analysts and designers are concerned about domain technologies, and developers are concerned about implementation techniques.
FORM separates features into four different feature categories:

- **Capability features** are distinct services, operations, or non-functional aspects. Features of this category are end-user visible and are selected by the customer to specify the desired system.
- **Operating environment features** address the hardware and software components used by the family. All the components of a system with their interfaces and protocols are part of this category.
- **Domain technology features** are domain specific technologies and problem solutions, used by domain experts.
- **Implementation technique features** are general problem solutions, which may be used in different domains.

A feature model should cover all four categories of features for a domain. To make it possible, FORM uses the following constructs:

- A **feature diagram**: a graphical AND/OR hierarchy of features, capturing the logical relationships (composition / generalization) among features. Three types of relationships are represented in this diagram: “composed-of”, “generalization/specialization”, and “implemented-by”. Features themselves may be “mandatory” (unless specified otherwise), “optional” (denoted with a circle), or “alternative” (denoted with an arc) [Figure 1]. A mandatory feature is necessary for general users, and an optional feature is necessary for partial users. Czarnecki [1] introduced the notion of sets of features.
- Using the optional, mandatory and alternative criteria for features, it is possible to define subsets with constraints for minimum and maximum number of features to be taken out of this set.
- **Composition rules** that supplement the feature diagram with mutual dependency and mutual exclusion relationships.
- Depending on the domain, it is possible that AND/OR diagram tends to become complex. The AND/OR diagram was used to show the relationships among selected features.
- Features are considered following the four level feature hierarchy, since the hierarchy reflects step-wise refinement in the reference architecture. These concepts are strongly connected with the style of development in RAISE, where the separate and step-wise are the basis to build a solid specification of an infrastructure.

### 3. RAISE OVERVIEW

RAISE method provides guidelines to hierarchically structure a specification, aiming at encouraging separate development and step-wise development. A development in RAISE begins with an abstract specification and gradually evolves into concrete
implementations. RAISE proposes to structure modules hierarchically in order to get a particular component over by reference only to it and its suppliers, to limit the effects of changes of a module to it and its clients, and to limit the properties of a module to it and its suppliers. It is an object-oriented method and covers a large portion of systems development phases.

Moreover, the RAISE method permits the abstract specification of sequential as well as concurrent systems, modular operations for decomposing large systems into subsystems and composing subsystems into a more complex system.

4. INTEGRATING DOMAIN ANALYSIS INTO RAISE

In this section we present the integration of domain analysis into RAISE method. The underlying idea is to specify and design a family of systems to produce qualitative application in a domain, as we can see in the lower part of figure 2, promoting early reuse and reducing development costs.

Domain engineering gives a set of guidelines that can be used to derive domain products from the feature model. The objective of domain engineering is to establish a mapping between the decision space (Feature model) and the artifact space (Reference Architecture). Each feature with the corresponding relations in the decision space somehow constrains the selection of the final reference model considering differences in types of features following the four level hierarchy. Feature model gives a set of guidelines that can be used to derive domain products from it and it is considered as an intermediate step between analysis and design models.

4.1 The Feature Model and RSL Modules

The objective of a feature model is to capture commonalities and variabilities of a family. There is a trace from the requirements to the feature model, and there are relations within the feature model. Categories help to elaborate features, but feature relations do not have a rigorous definition and we need the precise usage of relations for modeling.

Given the example of [12] in Figure 3 (Feature Model of Agriculture system domain), next section deals with some relations among features, and we show them described in a way we can automatically check the feature model for consistency.

“Agriculture system” is an information system whose objective is a model which will help deciders to identify problems with the management and the access to resources for several purposes. Following, we discuss how the feature model serves as a guideline to identify RSL reusable modules.

In the partial example illustrated in Figure 3, Natural Resources service can be mapped respectively, into Natural Resources RSL module, performing a set of operations with its specific role. Once a feature is mapped into a module, the sub-features of the feature such as Geographical Resources, Water, Inorganic resources, Soils can be modules that are part of Natural Resources following the same type of relationships in the feature model (e.g., generalization, aggregation).

Moreover, operations can be mapped as internal functions to provide services, and they are a collection of types and values without type of interest. On the other hand, non-functional features include end-user visible application characteristics that cannot be identified in terms of services or operations, like quality attribute, cost, etc. So, they can not be mapped into any RSL constructions.

With respect to the model operating environment features, the RSL specifications are independent from the operating environment. These features can be mapped into the subsidiary RSL modules, which are less important from the point of view of development.

Model domain technology features such as GIS systems will be considered by the RSL system modules and they will be expected to be finally implemented as software modules. In object-oriented terms they will form the objects of the software system.

Modules derived from implementation technique features are generally used to implement or to derive concrete applicative specifications derived from capability or domain technology features. Geometric Algorithms would be part of a module called “Algorithm”. This module will be defined as a generic module, i.e. a module we expect to instantiate more than once with different parameter, being the sub-features (Convex_Hull or Intersection) the possible instantiations. Each RSL module derived would be later refined and completed with the definition of functions. Once the RSL modules are derived from the feature model, they need to be organized into a model in order to represent how they are related to each other and what the contexts for their use are.

This simple heuristic is very useful in providing a good first reference architecture that will be the basis to specify the Concrete applicative RSL modules.

4.2 Dependencies in a Feature Model

To complete the feature model, we give an overview of dependencies used not only in FORM but also in FOPLE and FeatureRSEB. “Composed of” relation is used when a parent feature consists of a set of child features. “Generalization/specialization” relation connects very general features with concrete ones. “Implemented by” relation represents a connection between user-visible features and their implementation strategy, used in the specific domain. In Figure 3 we have taken a subset out of all the features of the Agriculture system. We show features of Natural Resources services: the features “Geographical resources”, “Water”, “Inorganic resources” and “Soils” are so-called mandatory features, and are part of the instance by definition.

The Capability layer is used to represent the details of the family required to further develop the system design, while Domain technology layer are specific technologies and problem solutions linked with the sub-feature Geographical resources. The Implementation technique layer are the ‘solutions’ used by domain experts (Example: Geographic objects are “implemented by” Geometric algorithms). “Requires” dependency (uni-directional) is used to describe if one feature needs another (e.g. Animal services “requires” Pasture, figure 4). “Exclude” depen-
dependency (bi-directional) is used when one feature conflicts with another. “Hints” dependency is used to express that the choice of another feature increases the system usage. “Mathematical” dependency describes the relative impact from one feature to another.

5. FORMALIZING THE RELATIONS OF THE FEATURE MODEL IN RSL

RSL is one of the most versatile and comprehensive languages for formal specification, design and development of software. A significant advantage of using RSL is that it combines both algebraic and coalgebraic specification techniques in one specification language.

Different features in a feature model are related by different kinds of relations. Generalization, requires, excludes and implemented_by are considered binary relationships. Each relation in a feature model must be well formed. Next, the structure for each type of relation is defined as follows:

Below, we give the boolean function “well_formed” used to define well-formed relationships. Each relation has different properties. For example, the “generalization” relation must satisfy the following: a subfeature can not be root; the superfeature can not be leaf and the subfeature can not redefine the attributes of their superclasses. The “requires” relation describes that the binding of one variant implies the need of another variant (required variant). “Excludes” defines a feature relation that the selection of one feature excludes the selection of the other (see below).

Also, as relations are described in RSL language, all the concepts involved in the feature model can be specified in RSL. Multiplicity for features and parameters for features [1] in a graphical notation way may result ambiguous. It is necessary to give clear semantics. The need to consider the complete set of relations has been identified by the feature modelling community, and approaches to formalizing them are defined in several formal languages [2, 14].

6. CONCLUSIONS

The use of formal methods in system development can help to overcome inconsistencies, and should aid the promotion of software reuse in early stages of software development. In this paper we present a first approach to integrate a feature model into RAISE methods to be used in the context of software reuse. The feature model enables to work with the identification of commonalities and variabilities among related applications creating a feature model of a specific domain. More precisely, a feature model has been developed for the “Agriculture system” being the basis to the specifications of the RAISE reusable component. In this work we identified basic features relations, i.e. Generalization, Requires and Exclude, among the features in a domain context. Our contribution is not only to define features, categories and relations in RSL; but also to give an approach to a rigorous reasoning of feature models. We are currently extending the work by taking feature interaction [13]. Feature interaction occurs when one feature modifies the operations of another. Also, we are working towards a reference architecture in the RAISE method framework.
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