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INTRODUCTION

In object-oriented programming languages, and in particular Java, the most elemental concepts are those of class and object. Yet, in many textbooks that are the basis of teaching and learning Java, ideas are not clearly presented. Textbooks that are used to introduce students to object-oriented programming in Java, ought to be clear about the Java structures of class and object and how they are constructed and used. There is a problem with most textbooks purporting to be the learning platform for object-oriented programming in Java. The problem is the breadth and depth of the discussion and presentation of the class and object structures. These structures are concepts introduced and discussed, but the discussion is spare and sparse. There is a reliance on using the syntactical structures to enhance and extend the explanations of what classes and objects are, but the explicit coupling of syntax to concept is weak. The cognitive model of class and object is usually fragmented and not clearly drawn. Object-oriented textbooks in Java do not sufficiently link, in a descriptive or explanatory way, the conception with the syntax. A great burden of understanding of how things go together and work in regards to class and object rests upon the individual reader. Consequently, this essay is a study and analysis of Java textbook presentations of class and object concepts and how these ideas are modeled and implemented. In other words, the paper is a study of the cognitive models of class and object. The paper discusses various ways in which the class and object concepts are represented to students of the Java language.

OBJECT-ORIENTED PROGRAMMING

All of the textbooks say something about object-oriented (O-O) programming, or the object-oriented paradigm. They, in some fashion, try to set the context, but not very well. In most cases, the object-oriented paradigm is presented as a natural way of dealing with what most of the authors call “the real world.” Programming in the O-O paradigm is modeling entities of real world environments.

One author writes that O-O programs are “models” of “real world system” The program consists of “objects” representing “entities,” customers, vendors, reports, transactions, in the world (Hughes, 2002, 31). Another author states that object-oriented languages “model objects in the real world” and that classes are “representations” of things in the world (Cornelius, 2001, xiii-xiv). Another text states that another O-O feature is its “natural” way of perceiving and thinking about things, Problem solving is identifying “objects” in problematic situations and any necessary “actions” (Garside & Mariani, 2003, 29).

But, even so the O-O paradigm is not clearly conceptualized in the textbooks. For example, one author states that object orientation is about objects and sending and receiving “messages” (Morelli, 2000, 58). The same text describes object oriented programming in terms of the principles or rules such as divide and conquer, encapsulation, interface, information hiding, generality, and extensibility (Morelli, 2000, 8-9). Thus, a text states that “object definitions” and “instances of actual objects” are features of the O-O paradigm (Garside & Mariani, 2003, 35).

For several other textbooks, the O-O paradigm refers to how “data” and “procedures” are packaged in “objects” or “encapsulated,” effectively “hiding” them (Shelly, Cashman & Starks, 2001, J1.10; Deitel & Deitel, 2002, 380). Finally, one text, usually used as a support text in trying to understand object-oriented programming, states that O-O paradigm is about joining functions and data to simplify a program (Holzner, 1998, 15).

GENERAL NOTION OF OBJECT

Some of the texts begin the discussion of what an “object” is by alluding to examples of experienced objects in the everyday world. An object is thought of as a conceptual structure or a module of code. Objects are representational things we deal with (Savitch, 2001, 211). But, one author sees an object in relation to activity and tasks. Classifying things or objects in the world is a natural way of thinking about the world and its things. Objects are grouped based on some differentiating attribute (Morelli, 2000, 60). Objects are inanimate things about which we have difficulty thinking that they send and receive messages. However, objects are animate things in the world which do naturally communicate and interact with one another by sending and receiving messages (Morelli, 2000, 7). Another text, for example, states that, “Object is a broad term that stands for many things. For example, a student, a desk, a circle, and even a mortgage loan can all be viewed as objects. Certain properties define an object, and certain behaviors define what it does (Liang, 2000, 142).”

For at least one text, the idea of object is a useful device for modeling complexity in systems. “We can use the concept of objects to model quite complicated real-world systems that consists of many different kinds of objects and many instances thereof” (Garside & Mariani, 2003, 30).

SPECIAL NOTION OF OBJECT

From an instructor’s, and student’s, points of view, the penultimate idea to grapple with in O-O programming is the special notion of object. This idea is dealt with in all of the texts, as would be expected. But, as perhaps, not expected, the idea is not as well presented as it ought to be, in my estimation. One text states that an object is “module” “encapsulating” a program’s behavior (Morelli, 2000, 7). Another text states that an “object” has “data” and “actions” (Savitch, 2001, 210). An object is a complex entity (Savitch, 2001, 213) that has callable operations (Garside & Mariani, 2003, 30). Further attempt at clarification is when a text states that an object has a “state,” i.e., its data and procedures (Garside & Mariani, 2003, 29). The ultimate clarifying note is that an object is a “noun” (Shelly, Cashman & Starks, 2001, J1.12).

One of the most repeated explanatory sentences in all the textbooks is the one that simply states that an object is an instance of a class (Liang, 2000, 144; Morelli, 2000, 64; Liang, 2000, 143; Cornelius, 2001, 43, 50; Bishop, 1998, 23).

The most intriguing explanation is to be found in two texts. This is that an object is a “black box” (Garside & Mariani, 2003, 30; Shelly, Cashman & Starks, 2001, J1.12).

Another explanatory attempt views an object as a modeling piece, perhaps like a Lego block. The interesting thing here is that the explanation leads to the notion of a class as a category of objects sharing behavior. A class defines shared behavior. So, instead of dealing with the idea of what an object is, we move to what defines it. The text states that objects are “model elements” (Anow & Weirs, 2000, 4).
CLASSES AS CONSTRUCTS AND DEFINITIONS

One text states that classes are “constructs” defining objects by specifying variables and methods (Liang, 2000, 143; Holzner, 1998, 15; Bishop, 1998, 80; Morelli, 2000, 63, 65).

Other texts discuss class as a definition encapsulating an object’s information and behaviors (Morelli, 2000, 61, 78; Schildt, 2001, 130; Garside & Mariani, 2003, 40; Savitch, 2001, 211-212).

One text states that a class is a “category” of objects, a way of classifying common properties and behaviors (Shelly, Cashman & Starks, 2001, JI,12).

One text suggests that a class is set of elements or declarations about information and processes (Anow & Weirs, 2000, 4; Hughes, 2002, 250).

Other texts discuss the notion of class as a way of defining “types” of things, the things beings objects as instances of the class (Cornelius, 2001, 44, xix, 23; Schildt, 2001, 130). This idea of a class-defining-new-type of entity is an way of extending objects and the scope of Java (Adams, Nyhoff & Nyhoff, 2001, 70).

One text states that a class is an “abstract entity” or an “abstraction” (Morelli, 2000, 77; Garside & Mariani, 2003, 43).

EXPLANATORY METAPHORS

An interesting aspect of the various texts studied here is that they all try to describe the function, and perhaps, nature, of a class by certain metaphors. These metaphors are blueprint, template, model, pattern, recipe, and cookie cutter. While we all commonly understand what these metaphors say, they still do not bring the instructor or the student any closer to the notion of class.

One metaphor for describing what a class is blueprint (Liang, 2000, 143). Another author uses the same metaphor of blueprint and creates a synonym in the form of the template metaphor (Morelli, 2000, 63; Garside & Mariani, 2003, 43). Another author uses the template metaphor (Schildt, 2001, 130). Still, another text manages to use template, blueprint, and extend the metaphoric range to include pattern, and model. (Adams, Nyhoff & Nyhoff, 2001, 70). Some flip places; the main metaphor is template, followed by blueprint (Morelli, 2000, 61). Another metaphor is the recipe (Liang, 2000, 143). A text uses the model metaphor to describe a class; here a class is a representation something. (Anow & Weirs, 2000, 2, 57). Another author uses a cookie cutter to cookie metaphor (Holzner, 1998, 14-15).

CONCLUSION

The burden of explaining the natures, and not merely the syntax, of class and object, and their relationship is the instructor’s in almost all cases to bring things together coherently. The syntax for creating a class which defines objects is straightforward. But, it takes awhile to realize that not all classes produce objects. Thus, the sense of the relationship between class and object shows up in the discussion and understanding of how instance variables and class variables function within a program. That is, what an instance variable is and what a class variable is refers to what they do or can do in a program. The same holds for the discussion of instance methods and class methods. Understanding how these two kinds of methods work, and are allowed to work, shows up in understanding the relationship of class and object. It also shows up in the understanding that not all classes produce instances, are used to produce instances, or objects. This explanatory burden extends to the discussion of abstract classes and to interfaces as they appear in the object-oriented world of Java. And, this leads us to a consideration of the analysis and design of systems in an object-oriented manner. While we may experience, at the level of detail, things and stuff we can turn into objects, we must ultimately think, or program, the experienced objects as classes. We must do a classification turn, and create the conceptual versions of the actual things, the actual objects. This classifying turn is not discussed at all in any of the textbooks reviewed in this essay.
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