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ABSTRACT
In building distributed information systems, a methodology for analysis, design, and implementation of security requirements of involved data and processes is essential for obtaining mutual trust between cooperating organizations. Moreover, when the information system is built as a cooperative set of e-services, security is related to the type of data, to the sensitivity context of the cooperative processes and to the security characteristics of the communication paradigms. This paper presents a methodology to build a trusted cooperative environment, where data sensitivity parameters and security requirements of processes are taken into account. The phases are illustrated and a reference example is presented in a cooperative information system and e-applications. An architecture for trusted exchange of data in cooperative information system is proposed.

INTRODUCTION
Recently, the widespread use of information technology and the availability of networking services have enabled new types of applications, characterized by several geographicaly distributed interacting organizations. In particular, the term Cooperative Information Systems (CoopIS) is used to denote distributed information systems that are employed by users of different organizations under a common goal [Mylopoulos et al. 1997].

In this paper we refer to a recent extension of the concept of CoopIS, namely e-applications [Mecella et al. 2001], consisting of e-services provided by different organizations on the net. In addition to geographical distribution and inter-organization cooperation, in e-applications some security issues arise, such as (i) cooperating organizations may not know each other in advance and (ii) e-services can be composed both at design and run-time. Whereas in traditional “closed” CIS mutual knowledge and agreements upon design of applications are the basis for the cooperation, the availability of a complex platform for e-services [Mecella et al. 2001] allows for “open” cooperation among different organizations that may not know and/or trust each other.

A major obstacle in securing information systems, and CoopIS in particular, lies in the lack of concepts and methods that allow security developers to identify, design, and implement security requirements and policies [Chung et al. 2000]. For CoopIS, few requirements and policies are known at design time; at run time, policies need to be negotiated among the cooperating processes or new policies must be added. In these cases, determining the suitable requirements and policies is based on the identification of the “normal” behavior of the system users [Mukkamala et al., 1999], known as user profiling methods. The need arises to identify, verify, and strengthen the security policies in order to allow the e-services to securely authenticate each other and to exchange data in a trusted way.

This paper proposes a policy-and mechanism-based security methodology where we organize application data and control data of e-services in a sequence of development steps. Moreover, an architecture for secure exchange of information among e-services in the CoopIS based on the security level is proposed.

Some proposals for architectures for e-services and workflow-based environments have been presented in the literature [Casati et al. 2001, Mecella et al. 2001]. The concept of cooperative process [Schuster et al. 2000] defines as a complex business process involving different organizations. An e-service represents a contract on which an organization involved in the cooperative process agrees.

In order to integrate features of data security in a CoopIS/e-application we have to handle:
- security of data handled within one e-service/process;
- security of data exchanged among cooperating e-services/processes and therefore of the cooperation among individually trusted e-services.

The methodology presented in this paper extends the traditional waterfall method by providing a set of steps that, starting from the user security requirements and policies, brings to the development of a secure, or trusted, CoopIS (we will use one of these terms indifferently).

Working Assumptions
In the remainder of the paper, we make a set of assumptions that are now shortly listed.

1. First, we assume that each e-services has been designed (e.g., as a workflow) according to internal security requirement and policies and is therefore a trusted or secure (set of) process(es). The focus of the methodology is on data and process security during the cooperation among processes.
2. Secondly, we consider that organizations cooperating in CoopIS/e-applications can be of two types:
   - trusted organizations: data transmission occurs among organizations which trust each other in a network due to organizational reasons (e.g., homogeneous work groups in a departmental structure, or supply chain relationships among organizations in a virtual enterprise);
   - untrusted/external organizations: data are transmitted among cooperating entities in general, possibly accessing external data sources.

   Every time mutual knowledge among organizations participating in CoopIS/e-applications is not given in advance, mechanisms are needed to ensure that mutual trust be established dynamically, during cooperative process executions.
3. Trust regards mainly two aspects:
   - the sensitivity of data being managed within a process, and
   - a secure information exchange to guarantee sensitive information.

1. Sensitivity concerns both correct authentication of cooperating organizations and the process of guaranteeing that only authorized organizations can read, use, and generate data in the cooperative process. To guarantee sensitivity of information, security technologies and mechanisms must be used, e.g., based on the use of digital certificates and signatures, to allow the cooperating organizations to establish a secure communication environment.

The paper is organized as follows. In Section 2, we present the methodology schema through its steps and introduce a reference example. In Section 3, we detail the phases of the methodology. Finally, in Section 4 we draw the final remarks and discuss the envisioned use of the framework in order to cope with development issues aspects that can regard other types of distributed Information Systems, such as Mobile Information Systems or Multi-Channel Information Systems that use different communication channels.

METHODOLOGY SCHEMA
Security requirements and policies are the knowledge of a specific domain about features of interest for the identification and verifica-
A requirements analysis phase, where the sensitivity of user data is stated for those data (mainly databases and business data such as customer directories or collections of documents) pointed out as core-business data for the CoopIS.

A design phase, where system security data (such as password, security files, log files, authentication data and so on) are designed and ways for exchanging data in a secure way are identified.

A securization phase, where user data and system security data are implemented on a security platform made of selected products and solutions for authentication, access control, audit, communication, and so on.

The basic idea of the methodology for secure CoopIS development is the following.

If the completion of the steps of the methodology eventually leads to trusted agents/roles who handle sensitive data in a correct way (that is, according to the security requirements and policies and according to the implemented security mechanisms), then data are handled, processed and exchanged in a secure way and therefore the CoopIS is secure.
This methodology can be applied when:
• a new Information System is built;
• the CoopIS is built out of existing systems that are aggregated to compose a federated system and this is the most frequent case;
• part of an existing system (e.g., a new e-services or a new version thereof) is developed.

In the two latter cases, the methodology must take into account the different policies of the existing systems and mediate them into a common federated security policy for data protection [Castano et al., 97].

Figure 3: Methodology data, policies and mechanisms

In the methodology, we classify the sensitive data in two classes:

a) User Sensitive Data (USD) - Data that are sensitive for the user (databases, data files, documents, and so on).

b) System Sensitive Data (SSD) - Data that constitute the security mechanisms and hence are sensitive for the system (e.g., password files, crypto keys, protected databases, log files, audit traces) and arise from the choice of the mechanisms that will ensure the protection of the USD.

This classification leads to a recursive definition of sensitive data. This recursion consists in the fact that some sensitive data (USD) are protected through other sensitive data (SSD), which are in turn to be protected. To stop the recursion, the methodology has to be based on a set of security policies able to protect the sensitive data independently of technological (hardware or software) issues or devices. This is shown in Fig. 3, where the methodology block denoted by a gray background) represents the target of the methodology, which is composed of two sub components: the security mechanisms, that use the SSD, and the policies. In this way, access to the sensitive data of USD type occurs only through the gray background module that will be implemented through the methodology.

We assume that, in a preliminary requirement collection phase, interviews and checklists have been submitted to the users in order to capture the core business of the CoopIS and list the basic categories of data that need to be protected.

Table 1: Sample checklist with requirements and policies used as methodology input

<table>
<thead>
<tr>
<th>Core Business Description</th>
<th>Function #1</th>
<th>Function #2</th>
<th>Security Policies</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>A.1. Obtain order from customer</td>
<td>A.2. Provide Web access</td>
<td>A.1. Customer must be registered</td>
</tr>
<tr>
<td></td>
<td>A.2. Allow for external payment</td>
<td>A.2. Keep audit data regarding external payment</td>
<td></td>
</tr>
<tr>
<td>F. Obtain data from customer</td>
<td>B.1. Manage credit data</td>
<td>B.1. Keep security and integrity of credit data</td>
<td></td>
</tr>
<tr>
<td>C. Send business</td>
<td>C.1. Examine audit data</td>
<td>C.1. Keep accuracy of credit data</td>
<td></td>
</tr>
</tbody>
</table>

For example, in our reference example, a requirement list is shown in Table 1. External payment means payment via EC credit card. Agent means the operator of the e-service. The numeration assigns a letter to the business targets, a number to functional and non-functional requirements and gives a “dot” level to the security policies regarding the subtarget and the requirements. A hierarchy in a tree can be constructed from this table to study derived policies. Finally, we have listed some USD and SSD data for this application.

Requirements Analysis Phase

The goals of the requirements analysis phase are:
1) The identification of the USD. The emphasis of the study here is on data that need to be protected: indirectly, security information is derived on who (agents or roles or Organization Units) is authorized to operate on these data, from which sites/workplaces, under which policies (e.g. separation of duties, need-to-know, binding of duties [Castano et al., 95]).

2) The identification of constraints on security mechanism (and therefore on SSD): these data will be derived precisely in the design phase. Here only constraints on what the user wants or does not want (e.g., password only instead of digital certificates) are considered. Thanks to the identification of constraints, we can apply the methodology presented in this paper not only to a new system, but also to an existing system, which is represented basically in terms of constraints.

Once the USD have been identified, we classify them according to the four “traditional” sensitivity properties:
• integrity
• confidentiality
• non repudiation
• authenticity.

In fact, the need to preserve these properties leads to different levels of security in data protection and the four properties constitute the Security Level of both the USD and the SSD data. They are used for secure storage and secure transmission of data.

Referring to the reference example, let us consider the case where we are building a new system which has to communicate with the e-service provided by the EC credit card circuit system. There exists a
set of sensible data which are transmitted over the communication channel, say via Internet, and, in order to protect these data, we have to create a secure channel to ensure both the integrity and the confidentiality of the data. The USD of the application could be the personal data used by the system to deliver the acquired goods. The Security Level SL of these data is represented by the values of the four items SL-{{\text{integrity, confidentiality, authenticity, non repudiation}}}, where each can assume the Top, High, Confidential, Unrelevant value.

Infact, the privacy law requires the use of a set of mechanisms to guarantee the confidentiality and the integrity of the personal data.

Hence, in order to satisfy a given order request forwarded to the application, the step of authentication to the application can rely on the use of the login-password method. This is a typical application constraint belonging to those that we have called SSD constraints.

**Design Phase**

The input of this phase is the set of USD produced in the Requirement Analysis phase and the security constraints regarding the SSD.

In this phase we have to identify the suitable mechanisms that permit not only to protect the USD but also to meet the constraints. On the basis of the adopted mechanisms, a particular set of security (or control) data will be used to enforce it: these are the data that we have called SSD.

For example, if we chose to protect some stored data using the Access Control Lists (ACL) mechanism, there will be a list of users for whom access is denied. Only the system administrator can manage those data.

Finally, as done with USD, we have to define a Security Level SL for the SSD too. In particular, for data exchange, the design phase specifies an architecture that ensures security when data are transmitted between e-services. The architecture is composed of two standard virtual devices:
- a SecureSender;
- a SecureReceiver.

That, on the basis of the mutual trust between the communicating e-services and of the Security Level of the exchanged data, wrap the data in a secure package.

The presence of this abstract devices allows us to face the security design problems with no need to specify the characteristic of a particular data transmission channel.

Referring to the "Goods purchase and payment" example, in order to protect the USD (the personal data), the mechanism should allow access to these data only from the data owner and from the authorized system personnel.

First of all we have to create a mechanism that authenticates the user who wants to operate with the USD. In order to satisfy the existing SSD constraints, we create this secure mechanism on the basis of the login-password method, so that every login-password pair identifies a subject.

After identifying all the objects composing the system, we have to define the Access Control Lists for them, so that we can create a rule set able to permit or deny the access to an object by a subject.

In this context, information like login and password are the SSD. In order to explain the role of the policies in our methodology, let us consider the typical situation where, the identified SSD are to be stored into a dedicated protected database which is accessible only by a restricted set of operators, such as the system administrator or the account managers. These users are also subjects of the system, that can be authenticated in two different modes:
- Using the same login-password used for the normal system users. In this way, the authentication data related to these operators are located at same Security Level of the other users.
- Using different and stronger authentication methods, like smartcard based or digital certificates based. In this case, we create another set of SSD.

The design phase is completed when the protection of all the identified USD has been covered by a mechanism and when all the SSD are protected by security mechanisms or by a set of security policies.

Let us assume that the authentication phase for the account manager implies the use of a smart-card; in this context a security policy could define the behaviour of both the account manager and the system administrator. For example:
- "the operator must securely store his/her smart card every time he/she leaves the work place";
- "in case of theft/lost, the operator must inform immediately the system administrator to disable the smart-card".

Summarizing, the USD are protected by realizing an ACL that implies the definition of the login-password pair (SSD). The SSD are protected using the same method that, now, adopts the smart card approach, therefore another SSD is introduced.

Eventually, all these SSD are protected by a correct behaviour of the user, who has to follow the security policies.

**Securization**

In recent year, quite a number of system and application software has suffered from several vulnerabilities, such as the buffer overflow vulnerability [Aleph 96], which have been exploited by the attackers to obtain system access privileges. In the securization phase, designed protection issues have to be implemented into a set of security mechanisms that allow one to flexibly meet the security policies.

Under the term "securization" we consider:
- The realization of the mechanisms selected in the design phase. It is important to note that the realization of the security mechanisms is a typical task of the implementation phase specified in the software waterfall model.
- The implementation of the whole software code using the secure programming technique [Wheeler 1999], in order to avoid the buffer overflow vulnerabilities as well as all other vulnerabilities deriving from wrong code.

Considering this definition of the securization phase, it is difficult to locate this phase with a specific role into the whole system implementation phase. A continuous cycle of hardware/software implementations and verifications has to be performed in order to meet the non functional requirements of the e-applications.

Moreover, during the implementation, other kinds of issues have to be taken into account, such as the characteristics of the transmission channel, or the authentication method adopted by existing e-services (in case a new service has to be integrated), or the costs and technique needed to securize the transmission channel.

Central to this phase is the implementation of the standard virtual devices SecureSender and SecureReceiver specified in the design phase. They can be viewed as sort of wrapper that mediate the various security level of the transmitted data among the e-services.

**CONCLUDING REMARKS**

In this paper, we have outlined the steps of a methodology for designing security in e-applications constituting a Cooperative Information System. Central to the methodology is the identification of User Security Data, that is, of information (records, databases, messages, etc.) that are perceived as sensible by the users. A second feature element is the identification of System Security Data, which follow from User Security Data. These are expressed as constraints (e.g., a password scheme and a public-key encryption mechanism must be used to protect the data) and rule out the choice of security mechanisms that are both application compliant and cost/budget compliant.

An architecture for secure transmission of data between e-services has been sketched in the paper. More details on these wrapper-based architecture can be found in [Bertolazzi et al. 2001], where we have identified the wrapping techniques for data exchanges among e-services.

This work follows by drawing the functional and non functional specifications of the SecureSender and SecureReceiver. A further step consists obviously in expanding the details of the phases and, more significant, in expressing the security policies, requirements, and mechanisms for Mobile Information Systems. These are distributed informa-
tion systems that forward a user request on different communication channels, depending on the availability of the multichannel communication infrastructure.
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