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ABSTRACT
This paper presents an application of constructionist principles and the programming language LOGO (Papert, 1994) as an aid for teaching Logic for Computer Science. The work reflects observations made by the author during a two-year experience as an educator in the Data Processing curriculum at the Young Men's Christian Association (YMCA) in Porto Alegre, South Brazil. During that period, it was possible to cross data from “traditional” class meetings and from meetings supported by LOGO and a set of constructionist assumptions. From the experience, perceived benefits and difficulties faced by both tutor and pupils are presented, as well as comments on applying constructionist principles and the programming language LOGO to class meetings.

The general conclusion is that Constructionism is actually very appropriate to foster the individual commitment to building the individual and the collective knowledge in a group of students. Some important benefits observed in the study were (1) the students’ increased motivation to participate in the class meetings, (2) their improved depth of analysis of problems, and (3) the unique hands-on experience provided by this approach to teaching and learning. Benefits are supposed to be related to the approximation of examples and exercises to the reality of each individual student. On the other hand, it is worth of note that applying constructionist ideas to class meetings requires teachers to be well-prepared in fundamentals of this approach, as well as students to be open to a new class format (not passive, but proactive). The programming language LOGO is another factor of influence in meetings, as it requires instructors and students to have at least a minimum knowledge about Math and computer operation.

INTRODUCTION
Papert (1994) suggests the use of the programming language LOGO in learning activities. The underlying idea is that people learn more effectively when they get involved with the topics under study, for instance by preparing their own personally-meaningful products for constructing knowledge (Bruckman and Resnick, 1995). An additional hypothesis is that this would hold true for all areas of study and for all educational levels although LOGO was originally designed for children. This relates to computing increasingly being taught across the curriculum instead of as a subject in its own right (Latham, 1998, p. 268), and to the technology of education being transdisciplinary (Bertrand, 1991, p. 82) – what is also accordant to a supposition of Gaines (apud Bertrand, 1991, p. 95) stating that the tools for acquiring knowledge should be independent of a particular domain. For Papert, LOGO is a very powerful tool to address these ideas.

Papert names his research line “Constructionism”, which is derived from Piaget’s “Constructivism”. Constructionism is part of a broader area of studies on Education known as the “Technological Theories” (Bertrand, 1991), whose argument is that logically organizing the concrete means to support teaching would help improve the pedagogical communication and facilitate the apprenticeship (Bertrand, 1991, p. 81). The information technology (IT) – the hardware and the software supporting the information systems (Alter, 1996, p. 2) – may be valuable in this process (Tickton apud Bertrand, 1991, p. 80), when appropriately designed for educational purposes (Leidner and Jarvenpaa, 1995), since it requires a fundamental change in cognitive arrangements (Levacov, 2000, p. 282). Therefore, schools need to update staff skills, and address IT use and teaching (Latham, 1998, p. 268).

The aim of this article is, from the author’s experience with adopting a set of constructionist assumptions and the programming language LOGO for introducing Logic for Computer Science to students, to present perceived results from the application and to suggest topics for future researches. In the first section, Logic for Computer Science is presented, along with difficulties identified in its study; the second section proposes applying the programming language LOGO to cope with these questions in a prepared setting; subsequently, it is shown how the idea was put into practice, and important insights from the experience are provided; finally, comments are made on exploring new forms of instruction through the use of the programming language LOGO as inserted in the constructionist approach to Education.

LOGIC FOR COMPUTER SCIENCE
According to Salmon (1987, p. 23), Logic relates to the study of arguments, entities of Linguistics (p. 22) representing statements related to one another (p. 15). Since computer systems are based on algorithms to solve problems, and as long as algorithms are built over sentences that follow grammar rules (for appreciating how grammar rules give sentences a meaning, refer to Dauer, 1996, p. 346), it is possible to say that there is a strong relation between arguments and algorithms. So, approaching Logic is fundamental to understand the computer systems.

After two years (from 1994 to 1996) teaching Logic for Computer Science for the Data Processing curriculum at the Young Men’s Christian Association (YMCA) in Porto Alegre, South Brazil, this paper’s author was given the challenge of helping students improve their learning processes. Although they had a good general performance in the studies, it was evident that hardly the ideas dealt with in class were applied to their daily activities, sometimes even not to the problems involved in programming computers (the utmost objective of the course). The
most critical aspects to be addressed seemed to be the following:
1. How to link class themes to the students’ reality, in order for them to remember the theory when in touch with a corresponding situation? After all, we learn better when practicing (Carroll apud Bertrand, 1991, p. 97).
2. How to make the students experience a problem’s solution without compelling them to simply accept the tutor’s explanation? This was a critical problem in some particular occasions when students were uneasy to forget their intuition in favor of a valid logical solution presented to them.
3. How to make use of computers during the class meetings, allowing the students to since early associate Logic to practical issues of the Computer Science? And how to succeed using computers when their experience with IT was in its first steps?
4. How to deepen the study of Logic in a friendlier fashion?

OUTLINING A SOLUTION

It was supposed that the aforementioned questions could be handled if the programming language LOGO – and associate constructionist principles – was used in class meetings. The reason was that LOGO was developed to serve as a tool for improving the knowledge-building process, whatever the area of studies was and wherever people were in their personal development continuum. Moreover, LOGO is relatively easy to operate by people with very different backgrounds (what is in line with the motivation people find in using the software, not in learning it – Bertrand, 1991, p. 97), and that was the case of the group under analysis: 18- to 40-year-old people from diverse professional areas. Additionally, LOGO interpreters usually have a friendly visual interface – characterized by the image of a turtle representing the cursor’s position –, what makes its use more appealing.

The four questions raised would be approached in the following manner:
1. To approximate Logic to each student’s reality, exercises would be taken as close as possible to daily life, as well as each student would be given the opportunity to suggest themes for study. This way, knowledge would be applied to a variety of well-known contexts, and consequences could be freely approached (Gaines apud Bertrand, 1991, p. 96).
2. To set the students free from the tutor’s particular vision of reality, computers would be used to make them test their own reasoning, as well as the tutor could use the computer to “prove” a solution given to a particular problem.
3. To make use of computers since early in the course, the programming language LOGO would be the way to do it. To introduce the students to the activity of programming, LOGO promised to be an easy-to-use language.
4. To deepen the study of Logic in a smooth way, it would be relied on the visual components of the LOGO interpreter and on the fragmentation of problems into pieces of reasoning. In this sense, students would be asked to decompose problems into smaller ones, and each minor problem would be then codified into a LOGO source-code; after all the problems were codified and tested, the source-codes would be integrated in an algorithm representing the original complex problem. So, students would learn to solve problems of Logic in parts and would do it in a pleasant way, as provided by the graphical interface.

THE TURTLE’S WALK

The proposed activities were applied to 20 students during two months, and results were compared to a two-year experience in traditional (objectivist – Leidner and Jarvenpaa, 1995) classes. Unfortunately not all the objectives could be completely attained by the end of the experiment, because it was hardly possible to operate computers during the class meetings, since the school had trouble allocating IT resources to the several parallel disciplines requesting them (schools are businesses where IT is probably in its infancy – Latham, 1998, p. 267). The implication was that students were asked to apply independently the ideas dealt with at class to computers they had access to outside school.

Nevertheless, the experience with LOGO (although mostly conceptual) made clear some points not fully realized prior to this experiment. One of them was that students had basic deficiencies regarding Math, mainly Geometry. Due to LOGO relying heavily on Geometry (to build meaningful objects on the computer screen), exercises were not easily carried out with that group of students. This fact was not supposed to occur, since all students had the necessary background. Therefore, although LOGO is capable of being adapted to any field of studies, some fundamental assumptions should be worked prior to its introduction to people (an IT strategy is necessary for supporting school objectives – Latham, 1998, p. 268).

Another crucial aspect was the difficulty implied in applying LOGO to some specific problems. As some ideas require algorithms far from trivial to be implemented, tutors must carefully observe the computer programs generated by students, not letting them get discouraged with LOGO if trying to build complex computer programs. Programming must adhere to the subject being taught and be relatively free from external influences (free use of technology, where applicable, is necessary for developing cognition – Griffith and Northcraft, 1996, p. 101), but also the exercises must fit the programming activity.

Some questions raised by the literature – such as the teacher losing control over the meetings (Bertrand, 1991, p. 104) – could not be verified, since they require extensive use of computers during the class meetings (what was not completely practicable, as mentioned). Such questions are planned to be addressed by a study to be carried out in 2001 with undergraduate students. On the other hand, some issues treated by the literature could be fully appreciated, such as the increased satisfaction of the students with the learning process (Papert, 1994). Also, it was clear that the students attended the meetings more proactively, they deepened the analysis of problems, and the hands-on experience provided by this approach to teaching and learning (when made real – due to the problems for allocating computers) was felt by both tutor and pupils as more agreeable than the traditional class format.

CONCLUSIONS

Although it was not possible to test all the hypotheses, mainly due to problems for using computers during the class meetings, some important questions were raised regarding the introduction of IT (as represented by LOGO) to a group of students. Basically, it was observed that both tutor and pupils must be prepared in fundamentals of this technology, for them to feel the benefits it offers for teaching and learning.

After this first experience with reshaping class meetings through the use of some constructivist principles and the programming language LOGO, the Data Processing curriculum at the YMCA in Porto Alegre was reformulated to face market
demands, so it was not possible to keep going with the experiments. But another research similar to this is to be carried out in the next months with undergraduate students, and it will embody the suggestions for research made by the present study.
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