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Abstract

In this chapter, we explore the emerging research 
domain of model-driven software refactoring. 
Program refactoring is a proven technique that 
aims at improving the quality of source code. 
Applying refactoring in a model-driven software 
engineering context raises many new challenges 
such as how to define, detect and improve model 
quality, how to preserve model behavior, and so 
on. Based on a concrete case study with a state-of-
the-art model-driven software development tool, 
AndroMDA, we explore some of these challenges 
in more detail. We propose to resolve some of 
the encountered problems by relying on well-
understood techniques of meta-modeling, model 
transformation and graph transformation.

Introduction

In the current research and practice on software 
engineering, there are two very important lines of 
research for which tool support is becoming widely 
available. The first line of research is program 
refactoring, the second one is model-driven 
software engineering. To this date, however, 
the links and potential synergies between these 
two lines of research have not been sufficiently 
explored. This will be the main contribution of 
this chapter.

Model-Driven Software Engineering

In the realm of software engineering, we are 
witnessing an increasing momentum towards the 
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use of models for developing software systems. 
This trend commonly referred to as model-driven 
software engineering, emphasizes on models as 
the primary artifacts in all phases of software 
development, from requirements analysis over 
system design to implementation, deployment, 
verification and validation. This uniform use 
of models promises to cope with the intrinsic 
complexity of software-intensive systems by 
raising the level of abstraction, and by hiding 
the accidental complexity of the underlying 
technology as much as possible (Brooks, 1995). 
The use of models thus opens up new possibilities 
for creating, analyzing, manipulating and 
formally reasoning about systems at a high level 
of abstraction.

To reap all the benefits of model-driven 
engineering, it is essential to install a sophisticated 
mechanism of model transformation, that enables 
a wide range of different automated activities such 
as translation of models (expressed in different 
modeling languages), generating code from 
models, model refinement, model synthesis or 
model extraction, model restructuring etc. To 
achieve this, languages, formalisms, techniques 
and tools that support model transformation are 

needed. More importantly, their impact on the 
quality and semantics of models needs to be 
better understood.

Program Refactoring 

Refactoring is a well-known technique to improve 
the quality of software. Martin Fowler (1999) de-
fines it as “A change made to the internal structure 
of software to make it easier to understand and 
cheaper to modify without changing its observ-
able behavior”.

The research topic of refactoring has been 
studied extensively at the level of programs (i.e., 
source code). As a result, all major integrated 
software development environments provide 
some kind of automated support for program 
refactoring.

As a simple example of a program refactoring, 
consider the refactoring Extract Method, one of 
the more than 60 refactorings proposed by Fowler. 
Essentially, it is applied to a method in which part 
of the method body needs to be extracted into a 
new method that will be called by the original one. 
The situation before this program refactoring on 
a piece of Java source code is shown in Figure 

  protected LectureVO[] handleFindLecture
     (java.lang.String title, domain.Weekday day, domain.Time time)
     throws java.lang.Exception
*  { SearchCriteria c = new SearchCriteria();
*    c.setDay(day);
*    c.setTitle(title);
*    c.setTime(time);
     Collection coll =
      getLectureDao().findLecture(LectureDao.TRANSFORM_

LECTUREVO,c);
     LectureVO[] lectures = new LectureVO[coll.size()];

Figure 1. Java source code example before applying the Extract Method program refactoring (©2007 
Tom Mens, UMH. Used with permission)
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