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The challenge for complex systems specification is how to visually and precisely capture static, dynamic and real-time system properties in a highly structured way. In particular, requirement specifications for composite systems often involve capturing concurrent interactions between software control parts and physical system components/devices. The requirement specifications of such systems need to capture the structure and behavior of each individual physical/software components and their communications. In this chapter, we investigate the links between the graphical notation UML and an integrated formal notation. We present an effective combination of UML and an integrated formal method for the requirement specification of a light control system.
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INTRODUCTION

Requirements capture is a key activity in software and system engineering. The challenge for complex system requirement specification is how to precisely capture static, dynamic and real-time system properties in a highly structured way. In particular, composite systems (Feather, 1987) often involve concurrent interactions between software control parts and physical system components/devices. The requirement specifications of such systems need to capture the structure and behavior of physical/software components and their communications. Formal methods are well known for their precision and expressiveness in specifying software and system requirements (Crow & Vito, 1998, Dandenne, Lamsweerde & Fickas, 1993; Dubois, Yu & Petit, 1998; Hesketh et al., 1998; Leveson et
However, formal specification techniques are not well integrated with existing industrial requirement analysis practices (Darimont, Heisel & Souquieres, 1999) and have a significant barrier to entry. On the other hand, though graphical notations are easy to adopt, they lack formal semantics and have scale up problems. Combinations of the two have been found successful (Grimm, 1998). To fight complexity, structured techniques (for example object-oriented methods) are also needed to properly partition the model into manageable individual components.

Following the success of conceptual modeling in databases (e.g., ER [Chen, 1976] and NIAM [Nijssen & Halpin, 1989]), many object-oriented modeling methods have been developed during the 1990s. Now those methods and notations have been merged into, the Unified Modeling Language (UML) (Rumbaugh, Jacobson & Booch, 1999). UML consists of various graphical notations which can capture the static system structure (class diagram), system component behavior (statechart diagram), system component interaction (collaboration and sequence diagram). The shortcomings of UML are:

- There is no unified formal semantics for all those diagrams. There are a few approaches to formalize a subset of UML, e.g., Evans and Clark (1998) and Kim and Carrington (1999) concentrated on class diagram semantics. Therefore, the consistency between diagrams is problematic; and
- There are limited capabilities for precisely modeling timed concurrency. For example, (in a new feature that has been added to the UML 1.3) synchronization between concurrent substates of a single statechart diagram can be captured using a synch state link. However, there is no facility to precisely model synchronous interactions between states in two different statechart diagrams.

If UML is combined with formal specification techniques, then its power can be further realized and enhanced. We believe that the best companions for UML are likely to be formal object-oriented methods. The two techniques are highly compatible and transparent to each other. One integrated formal object-oriented specification language is Timed Communicating Object Z (TCOZ) (Mahony & Dong, 1998). TCOZ combines the strengths of Object_Z (Duke, Rose & Smith, 1995) in modeling complex data and state with the strengths of Timed CSP (Schneider & Davies, 1995) in modeling real-time concurrency. In addition to CSP’s channel-based communication mechanism, in which messages represent discrete synchronizations between processes, TCOZ is extended with continuous function interface mechanisms inspired by process control theory, the sensors and the actuators (Mahony & Dong, 1999). Therefore, a combination of UML and TCOZ would be a good solution to the requirement specification of timed reactive control systems.

The key technique ideas in this approach are:

- Syntactically, UML/OCL (Object Constraint Language) is extended with TCOZ communication interface types — chan, sensor and actuator. Upon that, TCOZ sub-expressions can be used (in the same role as OCL) in the statechart diagrams and collaboration diagrams.
- Semantically, UML class diagrams are identified with the signatures of the TCOZ classes. The states of the UML statechart are identified with the TCOZ processes (operations) and the state transition links are identified with TCOZ events/guards.
- Effectively, UML diagrams can be seen as the viewpoint visual projections from a unified formal TCOZ model.

In this chapter, we illustrate such an effective combination of UML and TCOZ through the requirement specification of a light control system (LCS). The specification/design processes of this approach are:
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