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ABSTRACT

Assigning developers for highly secured software projects requires identifying developers’ tendency 
to contribute towards vulnerable software codes called developer-centric security vulnerability to 
mitigate issues on human resource management, financial, and project timelines. There are problems 
in assessing the previous codebases in evaluating the developer-centric security vulnerability level 
of each developer. Thus, this paper suggests a method to evaluate this through the techno-behavioral 
features of their previous projects. Consequently, the authors present results of an exploratory study 
of the developer-centric security vulnerability level prediction using a dataset of 1,827 developers by 
logically selecting 13 techno-behavioral features. The results depict that there is a correlation between 
techno-behavioral features and developer-centric security vulnerability with 89.46% accuracy. This 
model enables to predict developer-centric security vulnerability level of any developer if the required 
techno-behavioral features are available, avoiding the analysis of his/her previous codebases.
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INTRODUCTION

Computer software should satisfy two types of requirements in the application domain namely 
functional and non-functional requirements. Both are equally important to be satisfied regardless 
of their operational industry domain. Moreover, software quality has been described by many 
characteristic aspects. There are several metrics for software quality that can be used to evaluate the 
qualities of software such as scalability, security, reliability, and usability (Gorton, 2011). Among 
all these quality metrics, software security has been described as one of the most significant quality 
attribute (Stephenson et al., 1992) since, a security vulnerability can be a cause of a huge disaster 
which can lose billion dollars of assets (Willetts, 2014) to an organization or even lives (Csulak et 
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al., 2017). Generally, functional issues in a software which can be considered as causing defects in 
software are possible to be tested and validated by executing test scenarios of the business logic. 
However, non-functional issues which can be considered as causing vulnerability in the software are 
difficult to identify since it may not get exposed by the execution of predetermined test scenarios 
(Zimmermann et al., 2010; Krsul, 1998). It should be noted that the term ‘software vulnerability’ is 
mainly referred to in the computing domain concerning a security flaw, glitch, or weakness found in 
software or in an operating system (OS) that can lead to security concerns.

Although many Computer-Aided Software Engineering (CASE) tools are available, humans still 
dominate as the core contributors of the software development process. To this end, it is an inevitably 
applicable scenario that software is vulnerable to functional and non-functional defects due to human 
mistakes. Software defects and vulnerabilities have many similarities since both are incurred due to 
human mistakes. However, vulnerabilities differ from defects since they are actively observed by the 
attackers with malicious and criminal intent while defects are exposed through the valid use cases of 
its normal usage (Krsul, 1998). The vulnerability of a software application could occur at any stage 
of the software development life cycle and may be introduced due to various reasons such as invalid 
requirement specification, weak architectural designs, weak and vulnerable implementation techniques, 
and algorithms and weak test scenarios executed. In this study, the focus is scoped on vulnerabilities 
that the developer has caused or contributed to source code of the software. Each software developer 
has a unique skill level, experience, capacity, technology interests, domain interests, and many other 
characteristics which can affect the overall quality of the software positively or negatively that he/
she develops.

In large-scale software development projects, it is important, but a complex task to ensure that 
all developers are skilled and experienced enough to contribute and collaborate towards the success 
of the project avoiding any security vulnerabilities in software throughout the development lifecycle. 
Thus, it will be a challenging task to evaluate and identify a developer’s tendency to contribute 
towards vulnerable software codes which are for convenience termed as a developer-centric security 
vulnerability in this paper from this point onwards. Prior knowledge of developer-centric security 
vulnerability is significant when there is a need for selecting developer teams for highly secured 
mission-critical software development projects. To this end, it would be better if developer-centric 
security vulnerability could be identified in advance and taken as a parameter into the developer 
selection criteria at the very initial stage of the software project. This is because developers with 
less or no vulnerability prediction may minimize the risk of causing security vulnerabilities in the 
final software product. Otherwise, it will be a time-consuming and tedious task to investigate the 
accumulating codebase of an ongoing software project for security vulnerability. Moreover, this 
investigation process must be done on each developer basis identifying individual code fragments 
in the codebase along with their vulnerabilities. If the developer code contribution has not been up 
to the security standards or practices it may cause practical issues in human resource management 
leading to substitutions or swaps in developer teams and their responsibilities. This is not a feasible 
task in the context of certain projects such as highly secured mission-critical software development 
projects with strict project timelines and many other technical and non-technical constraints and 
may also add a significant amount of extra cost/overhead to the software project. It should also be 
noted that detecting the security vulnerability of ongoing software projects requires special tools to 
have access to the codebase of the project and is more difficult than identifying a software defect 
that may occur due to a functional issue (Zimmermann et al., 2010; Krsul, 1998). Adding to this 
complexity, the accessibility of the codebase of highly secured mission-critical projects may very 
well subject to restrictions. Hence, it emphasizes the requirement to have a mechanism to identify 
the potential developer-centric vulnerability in advance thus mitigating the security vulnerability of 
ongoing software projects.

A probable scenario is to analyze the quality features of the previously developed software 
codebase to find out the responsible developers who have contributed security-wise weak code 
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